Welcome to our program!

We are so excited to have you here. Quantitative Research (QR) is an expert quantitative modeling group at JPMorgan Chase, as well as a leader in financial engineering, data analytics, and portfolio management.

As a global team, QR partners with traders, marketers, and risk managers across all products and regions and contributes to sales and client interaction, product innovation, valuation, risk management, inventory and portfolio optimization, electronic trading and market making, and appropriate financial risk controls.

During this program, you will get the opportunity to step into the shoes of a JPMorgan Chase team member and complete tasks that replicate the work that our QR team does every day. You’ll learn key skills in data analysis, programming, and financial mathematics. We hope this program provides a great resource for you to upskill and strengthen your resume as you explore career options and a potential career at JPMorgan Chase Quantitative Research!

**Tasks in this project**

**Task One: Investigate and analyze price data**

**What you'll learn**

* An overview of commodity storage contracts
* How to extrapolate data from external feeds to provide granular insights

**What you'll do**

* Write code that analyzes data to take a date as input and return a price for past and future estimates

**Here is the background information on your task**

You are a quantitative researcher working with a commodity trading desk. Alex, a VP on the desk, wants to start trading natural gas storage contracts. However, the available market data must be of higher quality to enable the instrument to be priced accurately. They have sent you an email asking you to help extrapolate the data available from external feeds to provide more granularity, considering seasonal trends in the price as it relates to months in the year. To price the contract, we will need historical data and an estimate of the future gas price at any date.

Commodity storage contracts represent deals between warehouse (storage) owners and participants in the supply chain (refineries, transporters, distributors, etc.). The deal is typically an agreement to store an agreed quantity of any physical commodity (oil, natural gas, agriculture) in a warehouse for a specified amount of time. The key terms of such contracts (e.g., periodic fees for storage, limits on withdrawals/injections of a commodity) are agreed upon inception of the contract between the warehouse owner and the client. The injection date is when the commodity is purchased and stored, and the withdrawal date is when the commodity is withdrawn from storage and sold.

A client could be anyone who would fall within the commodities supply chain, such as producers, refiners, transporters, and distributors. This group would also include firms (commodities trading, hedge funds, etc.) whose primary aim is to take advantage of seasonal or intra-day price differentials in physical commodities. For example, if a firm is looking to buy physical natural gas during summer and sell it in winter, it would take advantage of the seasonal price differential mentioned above. The firm would need to leverage the services of an underground storage facility to store the purchased inventory to realize any profits from this strategy.

**Here is your task**

After asking around for the source of the existing data, you learn that the current process is to take a monthly snapshot of prices from a market data provider, which represents the market price of natural gas delivered at the end of each calendar month. This data is available for roughly the next 18 months and is combined with historical prices in a time series database. After gaining access, you are able to download the data in a CSV file.

You should use this monthly snapshot to produce a varying picture of the existing price data, as well as an extrapolation for an extra year, in case the client needs an indicative price for a longer-term storage contract.

* Download the monthly natural gas price data.
* Each point in the data set corresponds to the purchase price of natural gas at the end of a month, from 31st October 2020 to 30th September 2024.
* Analyze the data to estimate the purchase price of gas at any date in the past and extrapolate it for one year into the future.
* Your code should take a date as input and return a price estimate.

Try to visualize the data to find patterns and consider what factors might cause the price of natural gas to vary. This can include looking at months of the year for seasonal trends that affect the prices, but market holidays, weekends, and bank holidays need not be accounted for. Submit your completed code below.

Note: This role often requires the knowledge and utilization of data analysis and machine learning. Python is a useful tool and one that JPMorgan Chase uses a lot in quantitative research since it’s capable of completing complex tasks.

Moving forward in this program, the example answers are given in Python code. (If Python is not downloaded on your system, you can execute Python code in Jupyter Notebook online for free.)

**Task Two: Price a commodity storage contract**

**What you'll learn**

* How to write a function that takes particular inputs and gives back the value of a contract

**What you'll do**

* Create a prototype pricing model that can go through further validation and testing before being put into production

**Here is the background information on your task**

Great work! The desk now has the price data they need. The final ingredient before they can begin trading with the client is the pricing model. Alex tells you the client wants to start trading as soon as possible. They believe the winter will be colder than expected, so they want to buy gas now to store and sell in winter in order to take advantage of the resulting increase in gas prices. They ask you to write a script that they can use to price the contract. Once the desk are happy, you will work with engineering, risk, and model validation to incorporate this model into production code.

The concept is simple: any trade agreement is as valuable as the price you can sell minus the price at which you are able to buy. Any cost incurred as part of executing this agreement is also deducted from the overall value. So, for example, if I can purchase a million MMBtu of natural gas in summer at $2/MMBtu, store this for four months, and ensure that I can sell the same quantity at $3/MMBtu without incurring any additional costs, the value of this contract would be ($3-$2) \*1e6 = $1million. If there are costs involved, such as having to pay the storage facility owner a fixed fee of $100K a month, then the 'value' of the contract, from my perspective, would drop by the overall rental amount to $600K. Another cost could be the injection/withdrawal cost, like having to pay the storage facility owner $10K per 1 million MMBtu for injection/withdrawal, then the price will further go down by $10K to $590K. Additionally, if I am supposed to foot a bill of $50K each time for transporting the gas to and from the facility, the cost of this contract would fall by another $100K. Think of the valuation as a fair estimate at which both the trading desk and the client would be happy to enter into the contract.

**Here is your task**

You need to create a prototype pricing model that can go through further validation and testing before being put into production. Eventually, this model may be the basis for fully automated quoting to clients, but for now, the desk will use it with manual oversight to explore options with the client.

You should write a function that is able to use the data you created previously to price the contract. The client may want to choose multiple dates to inject and withdraw a set amount of gas, so your approach should generalize the explanation from before. Consider all the cash flows involved in the product.

The input parameters that should be taken into account for pricing are:

1. Injection dates.
2. Withdrawal dates.
3. The prices at which the commodity can be purchased/sold on those dates.
4. The rate at which the gas can be injected/withdrawn.
5. The maximum volume that can be stored.
6. Storage costs.

Write a function that takes these inputs and gives back the value of the contract. You can assume there is no transport delay and that interest rates are zero. Market holidays, weekends, and bank holidays need not be accounted for. Test your code by selecting a few sample inputs.

**Task Three: Credit risk analysis**

**What you'll learn**

* How to choose appropriate independent variables from a data set that will accurately predict the outcome of a chosen dependent variable
* The importance of using available data to predict customer trends and actions

**What you'll do**

* Build a model using Python that will estimate the probability of default for a borrower

**Here is the background information on your task**

You have now moved to a new team assisting the retail banking arm, which has been experiencing higher-than-expected default rates on personal loans. Loans are an important source of revenue for banks, but they are also associated with the risk that borrowers may default on their loans. A default occurs when a borrower stops making the required payments on a debt.

The risk team has begun to look at the existing book of loans to see if more defaults should be expected in the future and, if so, what the expected loss will be. They have collected data on customers and now want to build a predictive model that can estimate the probability of default based on customer characteristics. A better estimate of the number of customers defaulting on their loan obligations will allow us to set aside sufficient capital to absorb that loss. They have decided to work with you in the QR team to help predict the possible losses due to the loans that would potentially default in the next year.

Charlie, an associate in the risk team, who has been introducing you to the business area, sends you a small sample of their loan book and asks if you can try building a prototype predictive model, which she can then test and incorporate into their loss allowances.

**Here is your task**

The risk manager has collected data on the loan borrowers. The data is in tabular format, with each row providing details of the borrower, including their income, total loans outstanding, and a few other metrics. There is also a column indicating if the borrower has previously defaulted on a loan. You must use this data to build a model that, given details for any loan described above, will predict the probability that the borrower will default (also known as PD: the probability of default). Use the provided data to train a function that will estimate the probability of default for a borrower. Assuming a recovery rate of 10%, this can be used to give the expected loss on a loan.

* You should produce a function that can take in the properties of a loan and output the expected loss.
* You can explore any technique ranging from a simple regression or a decision tree to something more advanced. You can also use multiple methods and provide a comparative analysis.

**Task Four: Bucket FICO scores**

**What you'll learn**

* How to apply statistical formulas to business solutions
* The importance of breaking down a large dataset using machine learning methods

**What you'll do**

* Deploy detailed Python code to strategically bucket customers with various FICO scores in order to narrow in on the probability of default

**Here is the background information on your task**

Now that you are familiar with the portfolio and personal loans and risk are using your model as a guide to loss provisions for the upcoming year, the team now asks you to look at their mortgage book. They suspect that FICO scores will provide a good indication of how likely a customer is to default on their mortgage. Charlie wants to build a machine learning model that will predict the probability of default, but while you are discussing the methodology, she mentions that the architecture she is using requires categorical data. As FICO ratings can take integer values in a large range, they will need to be mapped into buckets. She asks if you can find the best way of doing this to allow her to analyze the data.

A FICO score is a standardized credit score created by the Fair Isaac Corporation (FICO) that quantifies the creditworthiness of a borrower to a value between 300 to 850, based on various factors. FICO scores are used in 90% of mortgage application decisions in the United States. The risk manager provides you with FICO scores for the borrowers in the bank’s portfolio and wants you to construct a technique for predicting the PD (probability of default) for the borrowers using these scores.

**Here is your task**

Charlie wants to make her model work for future data sets, so she needs a general approach to generating the buckets. Given a set number of buckets corresponding to the number of input labels for the model, she would like to find out the boundaries that best summarize the data. You need to create a rating map that maps the FICO score of the borrowers to a rating where a lower rating signifies a better credit score.

The process of doing this is known as quantization. You could consider many ways of solving the problem by optimizing different properties of the resulting buckets, such as the mean squared error or log-likelihood (see below for definitions). For background on quantization, see [here](https://en.wikipedia.org/wiki/Quantization_(signal_processing)).

**Mean squared error**

You can view this question as an approximation problem and try to map all the entries in a bucket to one value, minimizing the associated squared error. We are now looking to minimize the following:

You can view this question as an approximation problem and try to map all the entries in a bucket to one value, minimizing the associated squared error. We are now looking to minimize the following:

![](data:image/png;base64,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)

**Log-likelihood**

A more sophisticated possibility is to maximize the following log-likelihood function:
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Where bi is the bucket boundaries, ni is the number of records in each bucket, ki is the number of defaults in each bucket, and pi = ki / ni is the probability of default in the bucket. This function considers how rough the discretization is and the density of defaults in each bucket. This problem could be addressed by splitting it into subproblems, which can be solved incrementally (i.e., through a dynamic programming approach). For example, you can break the problem into two subproblems, creating five buckets for FICO scores ranging from 0 to 600 and five buckets for FICO scores ranging from 600 to 850. Refer to this [page](https://en.wikipedia.org/wiki/Likelihood_function) for more context behind a likelihood function. This [page](https://en.wikipedia.org/wiki/Dynamic_programming#Computer_programming) may also be helpful for background on dynamic programming.

[Quantization](https://en.wikipedia.org/wiki/Quantization_(signal_processing)) (signal processing)

[Likelihood](https://en.wikipedia.org/wiki/Likelihood_function) function

[Dynamic](https://en.wikipedia.org/wiki/Dynamic_programming#Computer_programming) programming